**STL Containers**

**Container basics**

An STL container is a collection of objects of the same type (the elements).

* Container *owns* the elements.
  + Creation and destruction is controlled by the container.

Two basic types of containers:

* Sequences
  + User controls the order of elements.
  + vector, list, deque
* Associative containers
  + The container controls the position of elements within it.
  + Elements can be accessed using a *key*.
  + set, multiset, map, multimap

**Container concepts**

There are three main container concepts:

![container_concepts.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPIAAABhCAIAAABj+GseAAAACXBIWXMAAAxNAAAMTQHSzq1OAAAAHXRFWHRTb2Z0d2FyZQBHTlUgR2hvc3RzY3JpcHQgNy4wN6zhIvkAAAUpSURBVHic7ZvLkuMgDEXx1Pz/L3sWdDE0AqEQBEjcs+hKx+FhOMYC4+d93wAUeJ4HbbuLv7srMIfnefJ/p/gEL+3iQevcv8LvjeCS2Ij5AYmOqdVv0ufiAnjfNx3NU9HLgznaKo62LV9oq6pF2uIzoDjUmvlBYQP9t3BX0jgtw1rJmUKZquZfhkxu692nxJ/dFdCl6Pj3ffORMswY8AZyaOleVLWbHE638BBbr0cpgpdkC5UleNB68b2YhgezLIeyszAfhORTqMjzPHkMWjg35RpQcvqcZRzrOJlz8OEysxISyIUhWfGo+kcvsIFC5SX66DglnGgNQI75IAQACrQGDoHWwCHQGjgEWnN8ueKWLzWClWAlpM6svUTMtiegB0brChOH2HzhGSP3MqD1L4onlLOyjVnF54iQewHQ+ocoXPJvYs7R5vQX0cgCEFv/IvfPSs6Aglb+j7Z5Kf+AGaQyCEJ+WDCOpggHm/W0wWgdwqa3pxCQ6IHRepteGLP1uF3rvUMmzFbi6vvgIWEAJpHTOaJft3CI04nT6mOaS4OQAx1CQDKRG7U+0OkIzJ7FdVof63QEZk/h6D6ezuFOJzCJ/BIb3TwFK04nzFX4HG4JQiwqgoBkmCu0tuh0BGaP4V9ru05HYPYAtru8i3WnE5hEfoSTXq/ixumEvzNSwm0Q4tIABCRCfGrt0ukIzJbgUGvHTkdgdhdvBrh3OoFJJIMrCe5xOnHhKUvwE4Tc2cEISKo40fpOpyMwm+JB65udjsDsAvNCwOkEJpEJ207AaQraJJgOQtB/VRCQBLtaw2kGmG1Sazjd5XKz7fkBp+VcO4k0pgicHuDCRrMUhFzYPVO4MCAxozWc/obbzLahNZz+nqvMNqALnJ7IJZPI042B0xq4b9WjgxD3rb8L9wHJuVrDaVV8m32o1nB6AY7NPtEeOL0Sl5PI4wSC01tw1uxnBSHOGtcQzgKSg7SG03vxZPYpJsFpMJEjRms4DeayX2s4DaazWWs4DTTYqTWcBkrs1BpO20JpnUQj27/dYiDfevIusN7+W+7J5WgdKxFZXBWQOLPxlWqlkW1ltM7LK0ZufhRJR1PC+Bv6uUjeyjYlrKYKvRuL9TGPeT4iP/Ega2o+Yav9hcXx/cvXv6VN50SqObZqX2RaVFF4lP6YT1icTPVzt4jWSR1Lqj+9iQ93xHAftb6pVpvPljlT/nu5M4EGIakpI60y+BOWCyRJKDnnwDalLaHDJ/EoHy7mR2mb5HcDvj3lKDW1XMVIJQjhL/3p2Mp2GXxHMrdg/qgGSk0dTyTVvxVKVfmlNT9IGJox6GW7DL4X+bv8RzHAl7TiRlW6Z1RZCal+ZqYv9Ch/YvJseeh0ls5ZLcKLWASH8qPVBQBGR76gIudWJt8Tq8HcrOqp5KMC/UHraHH76GYunIDz0+FPa3sm3Sl/d+RmjtLcWqXnP6g61FWZ+YEw2zytfNHm56hejG9CI+CS/Tv4AJjO/DF18TQcAApCBeAQBCHAIdAaOARaA4dAazCHo55/cRtTwbFoPGny9KgBWttjwf6zAY66JPxcoJcg2QZdfXSQnkLT5/Oh99RdvmmC1pYptFXVIm1oP0JvAa2N8dGufPoaQfHvwF4/ZpNGa2d8q9Du2wB0U5BQV0wZXcG/KxBmhAoDOUheBJHsiJYXjdga9Nn4qsfYdQit7bF4yULvRQG9s0AQYgy6WZl/f2LKNaDktN4yDqaMJpG/DSB/JyMQZfllRMnbAMMvgnTfh+D5Bx/E4HckL8YrAAAAAElFTkSuQmCC)

Container concepts are not as important for generic programming as iterator concepts.

* There are fewer models.
* Containers have important properties that are not described by the basic container concepts.
  + Properties that differentiate one container from another.
  + In contrast, an iterator is almost fully described by the most refined concept it models.
  + More refined container concepts would have just one model.
* Even the basic concepts can be too refined:
  + boost::array
* There are almost no generic algorithms taking a container as an argument.
  + insert iterators

However, container concepts standardize basic features.

* Consistent interface makes using them easier.
* Fairly easy to replace one container with another.

**The Container concept**

Properties shared by all STL containers.

* default constructor
* copy constructor and assignment
  + deep copy
* swap
  + a.swap(b) and swap(a, b)
  + constant time
* ==, !=
  + content-based equality: equal elements in same order
* order comparisons
  + lexicographic order: first inequal elements determine the order
* vector<int> a, b;
* // a = [1, 2, 3]
* // b = [1, 3, 2]
* assert(a < b);
* begin(), end()
* size(), empty(), max\_size()
* member types
  + value\_type
  + reference (to the value type)
  + const\_reference
  + iterator
  + const\_iterator
  + difference\_type (as with iterators)
  + size\_type (often unsigned type, usually size\_t)

In addition, a *reversible* container has the properties:

* rbegin(), rend()
* member types
  + reverse\_iterator
  + const\_reverse\_iterator

**Sequences**

Common properties of all sequence containers:

* constructors
  + Fill constructor Container(n, val) fills container with n copies of val.
  + Default fill constructor Container(n) fills container with n default constructed values.
  + Range constructor Container(i, j) fills container with the contents of the iterator range [i,j).
* assign
  + fill assignment assign(n, val)
  + range assignment assign(i, j)
  + old elements are assigned to or destroyed
* insert
  + insert(p, val) inserts val just before the position pointed by iterator p.
  + insert(p, n, val) inserts n copies.
  + insert(p, i, j) inserts the contents of range [i,j).
* erase
  + erase(p) erases the element pointed by iterator p.
  + erase(p,q) erases the range [p,q)
  + returns iterator to the position immediately following the erased element(s)
* clear() erases all

**vector**

vector should be used by default as the (sequence) container:

* It is more (space and time) efficient than other STL containers.
* It is more convenient and safer than primitive array.
  + automatic memory management
  + rich interface

Properties of vector in addition to sequences:

* v[i], at(i)
  + v.at(i) checks that 0 <= i < v.size()
* front(), back()
  + return reference to the first and last element (not beyond last)
* push\_back(val)
  + inserts val to the end
* pop\_back() removes
  + removes the last element and returns it
* resize
  + change the number of elements in the vector
  + resize(n) makes n the size; fills with default values if necessary
  + resize(n, val) fills with val if necessary
* capacity(), reserve(n) (see below)

**Memory management**

* The elements are stored into a contiguous memory area on the heap.
  + capacity() is the number of elements that fit into the area.
  + size() is the actual number of elements. The remainder of the area is unused (raw memory).
  + reserve(n) increases the capacity to n without changing the size.
  + The capacity is increased automatically if needed due to insertions.
* Capacity increase may cause copying of all elements.
  + A larger memory area is obtained and elements are copied there.
  + Capacity increase by an insertion doubles the capacity to achieve *amortized constant time*.
* Capacity never decreases.
  + Memory is not released.
  + But the following gets rid of all extra capacity/memory:
* vector<int> v;
* ...
* vector<int>(v).swap(v); // copy and swap
* Use &v[0] to obtain a pointer to the memory area.
  + May be needed as an argument to non-STL functions.
* vector<char> v(12);
* strcpy(&v[0], "hello world");

**Limitations of vector**

* Insertions and deletions in the beginning or in the middle are slow.
  + Requires moving other elements.
  + Prefer push\_back() and pop\_back().
  + Insert or erase many elements at a time by using the range forms of insert and erase.
* Insertions and deletions *invalidate* all iterators, and pointers and references to the elements.
* vector<int> v;
* ...
* vector<int> b = v.begin();
* v. push\_back(x);
* find(b, v.end()); // error: b is invalid

**deque**

deque stands for double-ended queue. It is much like vector.

* Differences to vector
  + Insertion and deletion in the beginning in (amortized) constant time.
    - push\_front, pop\_front
  + Slower element access and iterators.
  + No capacity() or reserve(n) but also less need for them.
  + Insertions and deletions to the beginning and end do not invalidate pointers and references to other elements.
    - But iterators may be invalidated.
  + deque<int> d(5,1);
  + deque<int>::iterator i = d.begin() + 2;
  + int\* p = &\*i;
  + d.push\_front(2);
  + int x = \*p; // OK
  + int y = \*i; // error: i may be invalid

**Memory management**

deque stores the elements something like this:
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* Element access and iterators are more complicated.
* Fast insertions and deletions to the beginning.
* Handles size changes gracefully: - Capacity increases or decreases one block at a time.
* Memory area is not contiguous.

**list**

The third standard sequence container is list. The underlying data structure is a doubly-linked list:

* No random access.
* Fast insertion and deletion anywhere.
* Insertions and deletions do not invalidate iterators, pointers or references to other elements.

Member functions in addition to sequence:

* push\_front, pop\_front
* push\_back, pop\_back
* splice
  + c1.splice(i1, c2) removes all elements from list c2 and inserts them at position i1 in list c1.
  + c1.splice(i1, c2, i2) removes the element pointed by i2 from c2 and inserts it at position i1 in list c1.
  + c1.splice(i1, c2, i2, j2) removes the range [i2,j2) from c2 and inserts it at position i1 in list c1.
  + In the last two cases, c1 and c2 can be the same list.
  + constant time
  + Iterators, pointers and references keep pointing to the same element even if it is moved to a different list.
* template <class T, class A> // A is allocator
* void catenate (list<T,A>& c1, list<T,A>& c2) {
* c1.splice(c1.end(), c2);
* }
* member versions of STL algorithms
  + reverse, sort, merge, remove, remove\_if, unique
  + In some cases, like sort, the algorithm would not work for lists because it requires random access iterators.
  + With the member versions, iterators, pointers and references keep pointing to the same element, unless that element is deleted.

list<int> c;

c.push\_back(10);

c.push\_back(20);

c.push\_back(30);

list<int>::iterator i = c.begin();

assert(\*i==10); // i points to the first element: 10

c.reverse();

assert(\*i==10); // i continues to point to 10

// which is now to the last element

reverse(c.begin(), c.end());

assert(\*i==30); // i still points to the last element

// which now contains 30

**string**

string class was designed before STL, but STL container properties were added to it later. It is similar to vectors; the differences include:

* only char as element type
* many additional operations
  + concatenation (operator+, append)
  + I/O (<<, >>, getline)
  + C-string conversions
  + substr, compare, find, replace
  + Many operations can take C-string or substring as an argument.
  + Many of the operations could be replaced with STL algorithms.
* Many implementations have optimizations:
  + reference counting with COW (copy on write)
  + short string optimization

**vector<bool>**

vector<bool> has some special properties.

* Elements are stored as bits in a bit vector.
  + very space-efficient
  + some operations may be slow
* It is not possible to have a pointer or a reference to a bit.
  + operator[], front(), back(), and iterator's operator\* do not return a reference but a *proxy* object that behaves almost like a reference but not quite.
  + Taking address of a proxy and assigning it to a reference is not possible.
* vector<bool> v;
* // ...
* bool\* p = &v[0]; // illegal
* bool& r = v.back(); // illegal
  + Otherwise a proxy can be used on either side of an assignment.
* bool tmp = v[0];
* v[0] = v[1];
* v[1] = tmp;
  + Does not satisfy all container requirements and iterators do not satisfy all requirements of random access iterators.
* flip
  + v.flip() flips all bits
  + flip one bit: v[1].flip(), v.back().flip(), v.begin()->flip()

**Associative containers**

The STL standard associative containers (set, multiset, map, multimap) allow access to elements using a *key*:

* For set and multiset element is its own key.
* For map and multimap elements are of type pair<const Key, T>.
  + pair is a standard template class defined as:
* template <class T, class U>
* struct pair {
* T first;
* U second;
* // some constructors
* };
* set and map contain at most one element for each key.
* multiset and multimap can contain many elements with the same key.

The underlying data structure is a balanced search tree:

* logarithmic access time
* requires order comparisons of keys
* iteration in key order
* Iterators, pointers and references stay valid until the pointed to element is removed.

**The order comparison**

* operator< by default but can be changed

struct my\_less {

bool operator() (int a, int b) { return a < b; }

}

// all three sets have the same ordering:

set<int> s1; // default: operator< as key order

set<int, std::less<int> > s2;

set<int, my\_less> s3;

* Two keys are *equivalent* if neither is smaller than the other.
  + operator== is not used for comparing keys.
  + Ensures consistency of order and equivalence.
* must be *strict weak ordering*:
  + *irreflexivity*: x<x is always false.
  + *transitivity*: (x<y) && (y<z) implies x<z.
  + *transitivity of equivalence*: if x equals y and y equals z, then x equals z.
  + // NOT strict weak ordering:
  + // 1 equals 2 and 2 equals 3 but 1 does not equal 3
  + struct clearly\_less {
  + bool operator() (int a, int b) { return a < b-1; }
  + }
  + asymmetry: x<y implies !(y<x).
    - Often mentioned as a requirement, but it is implied by 1. and 2.
    - Often called antisymmetry in STL literature, but asymmetry is the correct mathematical term.

**Common properties**

In addition to properties of the Container concept, all associative containers have:

* member types
  + key\_type
  + key\_compare
* comparison operators
  + key\_comp() returns the key comparison operator
  + value\_comp() returns a comparison operator comparing elements not keys.
* constructors
  + Range constructor Container(i,j) fills container with the contents of the range [i,j).
  + (All constructors accept a comparison object as an extra optional argument.)
* insert
  + insert(x)
  + insert(i, x). Iterator i is a hint pointing to where the search for insertion position should start.
    - Allows insert\_iterator to operate on associative containers.
  + range insert insert(i, j)
  + For set and map insertions are not done if the key is already there.
* erase
  + erase(k) erases all elements with key k
  + erase(i) erase element pointed to by i
  + range erase erase(i,j)
* searching
  + find(k) returns iterator to the element with key k or end() if no such element
  + count(k)
  + lower\_bound(k) find first element with key not less than k
  + upper\_bound(k) find first element with key greater than k
  + equal\_range(k) returns pair<iterator,iterator> representing the range of element with key k

**set and multiset**

* Defined in header file set.
* Implement the abstract data structures of set and multiset.
* There are no additional member operations.

// count distinct words

set<string> words;

string s;

while (cin >> s) words.insert(s);

cout << words.size() << " distinct words\n";

There are no member operations for set intersection, union, etc. However, the following generic algorithms work on any sorted range, including [s.begin(),s.end()) for a set or multiset s:

* includes
* set\_intersection
* set\_union
* set\_difference
* set\_symmetric\_difference

string str1("abcabcbac");

string str2("abcdabcd");

multiset<char> mset1(str1.begin(), str1.end());

multiset<char> mset2(str2.begin(), str2.end());

multiset<char> result;

set\_intersection (mset1.begin(), mset1.end(),

mset2.begin(), mset2.end(),

inserter(result, result.begin()) );

copy(result.begin(), result.end(), ostream\_iterator<char>(cout));

// outputs: "aabbcc"

**map and multimap**

* Defined in header file map.
* multimap has no additional operations, map has one, operator[].
* The elements are pairs, which can make insertion and access slightly awkward.
  + operator[] is the most convenient way:
* map<string, int> days;
* days["january"] = 31;
* days["february"] = 28;
* // ...
* days["december"] = 31;
* if (leap\_year) ++days["february"];
* cout << "February has " << days["february"] << " days.\n";
  + multimap does not have operator[]. The helper function make\_pair is useful:
* multimap<string, string> children;
* children.insert(make\_pair("Jane","Ann"));
* children.insert(make\_pair("Jane","Bob"));
* children.insert(make\_pair("Bob","Xavier"));
* // ...
* typedef multimap<string, string>::iterator iterator;
* pair<iterator,iterator> answer;
* answer = children.equal\_range("Jane");
* cout << "Jane's children:";
* for (iterator i = answer.first; i != answer.second; ++i)
* cout << " " << i->second;

**Container adaptors**

The container adaptors stack, queue, priority\_queue are containers implemented on top of another container.

They provide a limited set of container operations:

* member types value\_type and size\_type, container\_type
* basic constructors, destructors and assignment
* contruction from the underlying container adaptor(const container&)
* comparison operators
* size(), empty()

**Stack**

stack can be implemented on top of vector, deque or list.

* The default is deque.

// these are equivalent

stack<int> st1;

stack<int, deque<int> > st2;

Additional operations:

* constructor stack(const container&)
* push(val)
* top()
* pop()

**Queue**

queue can be implemented on top of deque or list.

* The default is deque.

Additional operations:

* front()
* back()
* push(val)
* pop()

**Priority queue**

priority\_queue can be implemented on top of deque or vector.

* The default is vector.

Uses order comparison operators of elements similar to the associative containers.

// these are equivalent

priority\_queue<int> pq1;

priority\_queue<int, vector<int> > pq2;

priority\_queue<int, vector<int>, less<int> > pq3;

Additional operations:

* range constructor
* comparison object as an extra optional argument of constructors
* push(val)
* top() returns the largest element
* pop() removes the largest element

There is no method for changing the priority of an element or removing an element that is not the largest.

* Sufficient for some applications like event simulation.
* Not sufficient for others like Dijkstra's algorithm.

**Hash tables**

The standard has no containers using hashing, but they are a common extension. They are also included in the [Technical Report on C++ Standard Library Extensions](http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2005/n1836.pdf), commonly known as [TR1](http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2005/n1836.pdf), an extension of the standard library likely to be included in the next C++ standard:

* unordered\_set
* unordered\_multiset
* unordered\_map
* unordered\_multimap

More details can be found in the [proposal](http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2003/n1456.htm).

**Container elements**

The type of container elements should always be a model of the Assignable concept:

* Normally behaving copy constructor and copy assignment.
* Never store into a container types that are not assignable:
  + references (no assignment)
  + std::auto\_ptr (abnormal copy behavior)

Some member functions have additional requirements:

* default constructor
  + default fill constructor Container(n)
* equality comparisons
  + containers's operator==
* order comparisons
  + container's operator<
  + associative container with default order comparison

**Pointers in containers**

Pointers as container elements require special care. There two kinds of pointers:

* Pointers that do not own the object they point to.
  + Example: the same element in multiple containers.
    - for example, different iteration orders
    - One container stores the elements, others store pointers to the elements.
  + Prefer iterators to pointers.
    - They enable container manipulation.
  + Be careful about validity
    - With deque use pointers instead of iterators if there are insertions or deletions at the beginning or the end.
    - With vector use index if there are insertions or deletions at the end.
* Pointers that own the element they point to.
  + Example: polymorphic container:
* struct animal {
* virtual ~animal() {};
* virtual void eat() =0;
* // ...
* }
* struct baboon : animal {
* // ...
* }
* struct lion : animal {
* // ...
* }
* // ...
* vector<animal\*> zoo;
* zoo.push\_back(new baboon);
* zoo.push\_back(new lion);
* zoo[1]->eat();
  + Such pointers are problematic elements.
    - Containers take care that the destructor of an element is called, when the element is erased (or the container is destroyed).
    - But an owning pointer's destructor does not do what it should: destroy the pointed to object and release the memory.
    - The user of the container must ensure that the pointed to objects are properly destroyed and freed. This is inconvenient and error-prone.
    - Achieving exception safety is difficult.
  + Better to use a *smart pointer*, whose destructor does the right thing.
    - auto\_ptr has the right kind of destructor, but unfortunately the wrong kind of copy constructor and assignment.
    - Use boost::shared\_ptr if possible.
  + typedef boost::shared\_ptr<animal> animal\_ptr;
  + vector<animal\_ptr> zoo;
  + animal\_ptr p(new baboon);
  + zoo.push\_back(p);
  + p.reset(new lion);
  + zoo.push\_back(p);
  + zoo[1]->eat();

**Exception safety**

Exceptions are a common error reporting mechanism in C++. The elements of STL containers are allowed to throw exceptions (except in destructors). In particular, if a copy of an element fails and throws an exception during a container operation, one of the following guarantees are provided:

* *Strong guarantee*: The container operation is cancelled, and the container's state is as if the operation was never called.
  + Most list operations.
  + All single element operations on lists and associative containers.
  + push and pop operations on vector and deque.
* *Basic guarantee*: There are no memory leaks, and the container is in a consistent state. In particular, the container can be destroyed safely.

These guarantees make it possible to recover from an exception without memory leaks.